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# AIM:

To write a program to implement singly linked list.

# PROGRAM:

// Linked List Node struct node {

int info;

struct node\* link;

};

struct node\* start = NULL;

// Function to create list with n nodes initially void createList()

{

if (start == NULL) { int n;

printf("\nEnter the number of nodes: "); scanf("%d", &n);

if (n != 0) {

int data;

struct node\* newnode; struct node\* temp;

newnode = malloc(sizeof(struct node)); start = newnode;

temp = start; printf("\nEnter number to"

" be inserted : ");

scanf("%d", &data); start->info = data;

for (int i = 2; i <= n; i++) {

newnode = malloc(sizeof(struct node)); temp->link = newnode;

printf("\nEnter number to" " be inserted : ");

scanf("%d", &data); newnode->

temp = temp->link;

}

}

printf("\nThe list is created\n");

}

else

printf("\nThe list is already created\n");

}

// Function to traverse the linked list void traverse()

{

struct node\* temp;

// List is empty if (start == NULL)

printf("\nList is empty\n");

// Else print the LL else {

temp = start;

while (temp != NULL) {

printf("Data = %d\n", temp->info); temp = temp->link;

}

}

}

// Function to insert at the front

// of the linked list void insertAtFront()

{

int data;

struct node\* temp;

temp = malloc(sizeof(struct node)); printf("\nEnter number to"

" be inserted : ");

scanf("%d", &data); temp->info = data;

// Pointer of temp will be

// assigned to start temp->link = start; start = temp;

}

// Function to insert at the end of

// the linked list void insertAtEnd()

{

int data;

struct node \*temp, \*head;

temp = malloc(sizeof(struct node));

// Enter the number

printf("\nEnter number to" " be inserted : ");

scanf("%d", &data);

// Changes links temp->link = 0; temp->info = data; head = start;

while (head->link != NULL) { head = head->link;

}

head->link = temp;

}

// Function to insert at any specified

// position in the linked list void insertAtPosition()

{

struct node \*temp, \*newnode; int pos, data, i = 1;

newnode = malloc(sizeof(struct node));

// Enter the position and data printf("\nEnter position and data :"); scanf("%d %d", &pos, &data);

// Change Links temp = start;

newnode->info = data; newnode->link = 0; while (i < pos - 1) {

temp = temp->link; i++;

}

newnode->link = temp->link; temp->link = newnode;

}

// Function to delete from the front

// of the linked list void deleteFirst()

{

struct node\* temp; if (start == NULL)

printf("\nList is empty\n"); else {

temp = start;

start = start->link; free(temp);

}

}

// Function to delete from the end

// of the linked list void deleteEnd()

{

struct node \*temp, \*prevnode; if (start == NULL)

printf("\nList is Empty\n"); else {

temp = start;

while (temp->link != 0) { prevnode = temp;

temp = temp->link;

}

free(temp); prevnode->link = 0;

}

}

// Function to delete from any specified

// position from the linked list void deletePosition()

{

struct node \*temp, \*position; int i = 1, pos;

// If LL is empty if (start == NULL)

printf("\nList is empty\n");

// Otherwise else {

printf("\nEnter index : ");

// Position to be deleted scanf("%d", &pos);

position = malloc(sizeof(struct node)); temp = start;

// Traverse till position while (i < pos - 1) {

temp = temp->link; i++;

}

// Change Links position = temp->link;

temp->link = position->link;

// Free memory free(position);

}

}

// Function to find the maximum element

// in the linked list void maximum()

{

int a[10];

int i;

struct node\* temp;

// If LL is empty if (start == NULL)

printf("\nList is empty\n");

// Otherwise else {

temp = start;

int max = temp->info;

// Traverse LL and update the

// maximum element while (temp != NULL) {

// Update the maximum

// element

if (max < temp->info) max = temp->info;

temp = temp->link;

}

printf("\nMaximum number " "is : %d ",

max);

}

}

// Function to find the mean of the

// elements in the linked list void mean()

{

int a[10]; int i;

struct node\* temp;

// If LL is empty if (start == NULL)

printf("\nList is empty\n");

// Otherwise else {

temp = start;

// Stores the sum and count of

// element in the LL int sum = 0, count = 0; float m;

// Traverse the LL while (temp != NULL) {

// Update the sum

sum = sum + temp->info;

temp = temp->link; count++;

}

// Find the mean m = sum / count;

// Print the mean value printf("\nMean is %f ", m);

}

}

// Function to sort the linked list

// in ascending order void sort()

{

struct node\* current = start; struct node\* index = NULL; int temp;

// If LL is empty

if (start == NULL) { return;

}

// Else else {

// Traverse the LL

while (current != NULL) { index = current->link;

// Traverse the LL nestedly

// and find the minimum

// element

while (index != NULL) {

// Swap with it the value

// at current

if (current->info > index->info) { temp = current->info;

current->info = index->info; index->info = temp;

}

index = index->link;

}

// Update the current current = current->link;

}

}

}

// Function to reverse the linked list

void reverseLL()

{

struct node \*t1, \*t2, \*temp; t1 = t2 = NULL;

// If LL is empty if (start == NULL)

printf("List is empty\n");

// Else else {

// Traverse the LL while (start != NULL) {

// reversing of points t2 = start->link; start->link = t1;

t1 = start; start = t2;

}

start = t1;

// New head Node temp = start;

printf("Reversed linked " "list is : ");

// Print the LL

while (temp != NULL) { printf("%d ", temp->info); temp = temp->link;

}

}

}

// Function to search an element in linked list void search()

{

int found = -1;

// creating node to traverse struct node\* tr = start;

// first checking if the list is empty or not if (start == NULL) {

printf("Linked list is empty\n");

}

else {

printf("\nEnter the element you want to search: "); int key;

scanf("%d", &key);

// checking by traversing

while (tr != NULL) {

// checking for key

if (tr->info == key) { found = 1;

break;

}

// moving forward if not at this position else {

tr = tr->link;

}

}

// printing found or not if (found == 1) {

printf(

"Yes, %d is present in the linked list.\n", key);

}

else {

printf("No, %d is not present in the linked " "list.\n",

key);

}

}

}

// Driver Code int main()

{

createList(); int choice; while (1) {

printf("\n\t1 To see list\n"); printf("\t2 For insertion at"

" starting\n"); printf("\t3 For insertion at"

" end\n");

printf("\t4 For insertion at " "any position\n");

printf("\t5 For deletion of " "first element\n");

printf("\t6 For deletion of " "last element\n");

printf("\t7 For deletion of " "element at any position\n");

printf("\t8 To find maximum among" " the elements\n");

printf("\t9 To find mean of " "the elements\n");

printf("\t10 To sort element\n"); printf("\t11 To reverse the "

"linked list\n");

printf("\t12 Search an element in linked list\n"); printf("\t13 To exit\n");

printf("\nEnter Choice :\n");

scanf("%d", &choice);

switch (choice) { case 1:

traverse(); break;

case 2:

insertAtFront(); break;

case 3:

insertAtEnd(); break;

case 4:

insertAtPosition(); break;

case 5:

deleteFirst(); break;

case 6:

deleteEnd(); break;

case 7:

deletePosition(); break;

case 8:

maximum(); break;

case 9:

mean(); break;

case 10:

sort(); break;

case 11:

reverseLL(); break;

case 12:

search(); break;

case 13:

exit(1); break;

default:

printf("Incorrect Choice\n");

}

}

return 0;

}

# OUTPUT:

![https://media.geeksforgeeks.org/wp-content/uploads/20230322164532/Screenshot-(471).png](data:image/png;base64,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)

RESULT:

Hence the program has been executed successfully.

|  |  |
| --- | --- |
| EXPT NO.: 2 | **Implementation of Doubly Linked List (Insertion, Deletion and Display)** |
| DATE: 9/3/24 |

# AIM:

To write a program to implement doubly linked list.

# PROGRAM:

#include <stdio.h> #include <stdlib.h> int i = 0;

// Node for Doubly Linked List typedef struct node {

int key;

struct node\* prev; struct node\* next;

} node;

// Head, Tail, first & temp Node node\* head = NULL;

node\* first = NULL; node\* temp = NULL; node\* tail = NULL;

// Function to add a node in the

// Doubly Linked List void addnode(int k)

{

// Allocating memory

// to the Node ptr node\* ptr

= (node\*)malloc(sizeof(node));

// Assign Key to value k ptr->key = k;

// Next and prev pointer to NULL ptr->next = NULL;

ptr->prev = NULL;

// If Linked List is empty if (head == NULL) {

head = ptr; first = head; tail = head;

}

// Else insert at the end of the

// Linked List else {

temp = ptr;

first->next = temp; temp->prev = first; first = temp;

tail = temp;

}

// Increment for number of Nodes

// in the Doubly Linked List i++;

}

// Function to traverse the Doubly

// Linked List void traverse()

{

// Nodes points towards head node node\* ptr = head;

// While pointer is not NULL,

// traverse and print the node while (ptr != NULL) {

// Print key of the node printf("%d ", ptr->key); ptr = ptr->next;

}

printf("\n");

}

// Function to insert a node at the

// beginning of the linked list void insertatbegin(int k)

{

// Allocating memory

// to the Node ptr node\* ptr

= (node\*)malloc(sizeof(node));

// Assign Key to value k ptr->key = k;

// Next and prev pointer to NULL ptr->next = NULL;

ptr->prev = NULL;

// If head is NULL if (head == NULL) {

first = ptr; first = head; tail = head;

}

// Else insert at beginning and

// change the head to current node else {

temp = ptr;

temp->next = head; head->prev = temp; head = temp;

} i++;

}

// Function to insert Node at end void insertatend(int k)

{

// Allocating memory

// to the Node ptr node\* ptr

= (node\*)malloc(sizeof(node));

// Assign Key to value k ptr->key = k;

// Next and prev pointer to NULL ptr->next = NULL;

ptr->prev = NULL;

// If head is NULL if (head == NULL) {

first = ptr;

first = head; tail = head;

}

// Else insert at the end else {

temp = ptr;

temp->prev = tail; tail->next = temp; tail = temp;

} i++;

}

// Function to insert Node at any

// position pos

void insertatpos(int k, int pos)

{

// For Invalid Position

if (pos < 1 || pos > i + 1) { printf("Please enter a"

" valid position\n");

}

// If position is at the front,

// then call insertatbegin() else if (pos == 1) {

insertatbegin(k);

}

// Position is at length of Linked

// list + 1, then insert at the end else if (pos == i + 1) {

insertatend(k);

}

// Else traverse till position pos

// and insert the Node else {

node\* src = head;

// Move head pointer to pos while (pos--) {

src = src->next;

}

// Allocate memory to new Node node \*\*da, \*\*ba;

node\* ptr

= (node\*)malloc( sizeof(node));

ptr->next = NULL; ptr->prev = NULL; ptr->key = k;

// Change the previous and next

// pointer of the nodes inserted

// with previous and next node ba = &src;

da = &(src->prev); ptr->next = (\*ba); ptr->prev = (\*da); (\*da)->next = ptr; (\*ba)->prev = ptr; i++;

}

}

// Function to delete node at the

// beginning of the list void delatbegin()

{

// Move head to next and

// decrease length by 1 head = head->next;

i--;

}

// Function to delete at the end

// of the list void delatend()

{

// Mode tail to the prev and

// decrease length by 1 tail = tail->prev; tail->next = NULL;

i--;

}

// Function to delete the node at

// a given position pos void delatpos(int pos)

{

// If invalid position

if (pos < 1 || pos > i + 1) { printf("Please enter a"

" valid position\n");

}

// If position is 1, then

// call delatbegin() else if (pos == 1) { delatbegin();

}

// If position is at the end, then

// call delatend() else if (pos == i) {

delatend();

}

// Else traverse till pos, and

// delete the node at pos else {

// Src node to find which

// node to be deleted node\* src = head;

pos--;

// Traverse node till pos while (pos--) {

src = src->next;

}

// previous and after node

// of the src node node \*\*pre, \*\*aft; pre = &(src->prev); aft = &(src->next);

// Change the next and prev

// pointer of pre and aft node (\*pre)->next = (\*aft);

(\*aft)->prev = (\*pre);

// Decrease the length of the

// Linked List i--;

}

}

// Driver Code int main()

{

// Adding node to the linked List addnode(2);

addnode(4); addnode(9); addnode(1); addnode(21); addnode(22);

// To print the linked List printf("Linked List: "); traverse();

printf("\n");

// To insert node at the beginning insertatbegin(1);

printf("Linked List after" " inserting 1 "

"at beginning: ");

traverse();

// To insert at the end insertatend(0); printf("Linked List after "

"deleting node " "at position 5: ");

delatpos(5); traverse();

return 0;

}

# OUTPUT:

Linked List: 2 4 9 1 21 22

Linked List after inserting 1 at beginning: 1 2 4 9 1 21 22

Linked List after inserting 0 at end: 1 2 4 9 1 21 22 0

Linked List after inserting 44 after 3rd Node: 1 2 4 44 9 1 21 22 0

Linked List after deleting node at beginning: 2 4 44 9 1 21 22 0

Linked List after deleting node at end: 2 4 44 9 1 21 22

Linked List after deleting node at position 5: 2 4 44 9 21 22

RESULT:

Hence the program has been exected successfully.

|  |  |
| --- | --- |
| EXPT NO.: 3 | **Applications of Singly Linked List (Polynomial Manipulation)** |
| DATE: |

# AIM:

To write a program to implement polynomial manipulation.

# PROGRAM:

#include <bits/stdc++.h> using namespace std;

// Node structure containing powerer

// and coefficient of variable struct Node {

int coeff, power; Node\* next;

};

// Function add a new node at the end of list Node\* addnode(Node\* start, int coeff, int power)

{

// Create a new node Node\* newnode = new Node; newnode->coeff = coeff; newnode->power = power; newnode->next = NULL;

// If linked list is empty if (start == NULL)

return newnode;

// If linked list has nodes Node\* ptr = start;

while (ptr->next != NULL) ptr = ptr->next;

ptr->next = newnode;

return start;

}

// Function To Display The Linked list void printList(struct Node\* ptr)

{

while (ptr->next != NULL) {

cout << ptr->coeff << "x^" << ptr->power ; if( ptr->next!=NULL && ptr->next->coeff >=0)

cout << "+";

ptr = ptr->next;

}

cout << ptr->coeff << "\n";

}

// Function to add coefficients of

// two elements having same powerer void removeDuplicates(Node\* start)

{

Node \*ptr1, \*ptr2, \*dup; ptr1 = start;

/\* Pick elements one by one \*/

while (ptr1 != NULL && ptr1->next != NULL) { ptr2 = ptr1;

// Compare the picked element

// with rest of the elements while (ptr2->next != NULL) {

// If powerer of two elements are same if (ptr1->power == ptr2->next->power) {

// Add their coefficients and put it in 1st element ptr1->coeff = ptr1->coeff + ptr2->next->coeff;

dup = ptr2->next;

ptr2->next = ptr2->next->next;

}

else

}

// remove the 2nd element delete (dup);

ptr2 = ptr2->next;

ptr1 = ptr1->next;

}

}

// Function two Multiply two polynomial Numbers Node\* multiply(Node\* poly1, Node\* poly2,

Node\* poly3)

{

// Create two pointer and store the

// address of 1st and 2nd polynomials Node \*ptr1, \*ptr2;

ptr1 = poly1; ptr2 = poly2;

while (ptr1 != NULL) { while (ptr2 != NULL) {

int coeff, power;

// Multiply the coefficient of both

// polynomials and store it in coeff coeff = ptr1->coeff \* ptr2->coeff;

// Add the powerer of both polynomials

// and store it in power

power = ptr1->power + ptr2->power;

// Invoke addnode function to create

// a newnode by passing three parameters poly3 = addnode(poly3, coeff, power);

// move the pointer of 2nd polynomial

// two get its next term ptr2 = ptr2->next;

}

// Move the 2nd pointer to the

// starting point of 2nd polynomial ptr2 = poly2;

// move the pointer of 1st polynomial ptr1 = ptr1->next;

}

// this function will be invoke to add

// the coefficient of the elements

// having same powerer from the resultant linked list removeDuplicates(poly3);

return poly3;

}

// Driver Code

int main()

{

Node \*poly1 = NULL, \*poly2 = NULL, \*poly3 = NULL;

// Creation of 1st Polynomial: 3x^2 + 5x^1 + 6 poly1 = addnode(poly1, 3, 3);

poly1 = addnode(poly1, 6, 1);

poly1 = addnode(poly1, -9, 0);

// Creation of 2nd polynomial: 6x^1 + 8 poly2 = addnode(poly2, 9, 3);

poly2 = addnode(poly2, -8, 2);

poly2 = addnode(poly2, 7, 1);

poly2 = addnode(poly2, 2, 0);

// Displaying 1st polynomial cout << "1st Polynomial:- "; printList(poly1);

// Displaying 2nd polynomial cout << "2nd Polynomial:- "; printList(poly2);

// calling multiply function

poly3 = multiply(poly1, poly2, poly3);

// Displaying Resultant Polynomial cout << "Resultant Polynomial:- "; printList(poly3);

return 0;

}

# OUTPUT:

1st Polynomial:- 3x^3+6x^1-9

2nd Polynomial:- 9x^3-8x^2+7x^1+2

Resultant Polynomial:- 27x^6-24x^5+75x^4-123x^3+114x^2-51x^1-18

RESULT:

Hence the program has been executed successfully.

|  |  |
| --- | --- |
| EXPT NO.: 4 | **Implementation of Stack using Array and Linked List implementation** |
| DATE: 23/3/24 |

# AIM:

To write a program to implement Stack using Array and Linked List.

# PROGRAM:

USING ARRAY:

#include<stdio.h>

int stack[100],choice,n,top,x,i; void push(void);

void pop(void); void display(void); int main()

{

top=-1;

printf("\n Enter the size of STACK[MAX=100]:"); scanf("%d",&n);

printf("\n\t STACK OPERATIONS USING ARRAY");

printf("\n\t ");

printf("\n\t 1.PUSH\n\t 2.POP\n\t 3.DISPLAY\n\t 4.EXIT"); do

{

printf("\n Enter the Choice:"); scanf("%d",&choice); switch(choice)

{

case 1:

{

push();

break;

}

case 2:

{

pop(); break;

}

case 3:

{

display(); break;

}

case 4:

{

printf("\n\t EXIT POINT "); break;

}

default:

{

printf ("\n\t Please Enter a Valid Choice(1/2/3/4)");

}

}

}

while(choice!=4); return 0;

}

void push()

{

if(top>=n-1)

{

printf("\n\tSTACK is over flow");

}

else

{

printf(" Enter a value to be pushed:"); scanf("%d",&x);

top++; stack[top]=x;

}

}

void pop()

{

if(top<=-1)

{

printf("\n\t Stack is under flow");

}

else

{

printf("\n\t The popped elements is %d",stack[top]);

top--;

}

}

void display()

{

if(top>=0)

{

printf("\n The elements in STACK \n"); for(i=top; i>=0; i--)

printf("\n%d",stack[i]); printf("\n Press Next Choice");

}

else

{

printf("\n The STACK is empty");

}

}

USING LINKED LIST:

#include <stdio.h> #include <stdlib.h> struct Node

{

int Data;

struct Node \*next;

}\*top;

void popStack()

{

struct Node \*temp, \*var=top; if(var==top)

{

top = top->next; free(var);

}

else

printf("\nStack Empty");

}

void push(int value)

{

struct Node \*temp;

temp=(struct Node \*)malloc(sizeof(struct Node)); temp->Data=value;

if (top == NULL)

{

top=temp;

top->next=NULL;

}

else

{

temp->next=top; top=temp;

}

}

void display()

{

struct Node \*var=top; if(var!=NULL)

{

printf("\nElements are as:\n"); while(var!=NULL)

{

printf("\t%d\n",var->Data); var=var->next;

}

printf("\n");

}

else

printf("\nStack is Empty");

}

int main()

{

int i=0; top=NULL; clrscr();

printf(" \n1. Push to stack"); printf(" \n2. Pop from Stack"); printf(" \n3. Display data of Stack"); printf(" \n4. Exit\n");

while(1)

{

printf(" \nChoose Option: "); scanf("%d",&i);

switch(i)

{

case 1:

{

int value;

printf("\nEnter a value to push into Stack: "); scanf("%d",&value);

push(value); break;

}

case 2:

{

popStack();

printf("\n The last element is popped"); break;

}

case 3:

{

display(); break;

}

case 4:

{

struct Node \*temp; while(top!=NULL)

{

temp = top->next; free(top); top=temp;

}

exit(0);

}

default:

{

printf("\nwrong choice for operation");

}}}}

# OUTPUT-1:

Enter the size of stack

STACK OPERATION USING ARRAY 1.PUSH

1. POP
2. DISPLAY
3. EXIT

Enter the choice:1

Enter a value to be pushed:98

# OUTPUT-2:

1. Push to stack
2. Pop from stack
3. Display data of stack 4.Exit

Choose option 1

Enter a value to push into stack

# RESULT:

Hence the program has been executed successfully.

|  |  |
| --- | --- |
| EXPT NO.: 5 | **Applications of Stack (Infix to Postfix)** |
| DATE: 30/3/24 |

# AIM:

To write a program to implement infix to postfix program.

# PROGRAM:

#include<stdio.h> #include<conio.h> #include<alloc.h> int top=0,st[20];

char inf[40],post[40]; void postfix();

void push(int); char pop(); void main()

{

clrscr();

printf("Enter the infix expression:"); scanf("%s",inf);

postfix(); getch();

}

void postfix()

{int i,j=0; for(i=0;inf[i]!=0;i++)

{switch(inf[i])

{

case '+':while(st[top]>=1)

post[j++]=pop(); push(1);

break;

case '-':while(st[top]>=1) post[j++]=pop();

push(2); break;

case '\*':while(st[top]>=3) post[j++]=pop();

push(3); break;

case '/':while(st[top]>=4) post[j++]=pop();

push(4); break; case '^':

post[j++]=pop(); push(5);

break;

case '(':push(0); break;

case ')':while(st[top]!=0) post[j++]=pop();

top--; break; default:

post[j++]=inf[i];

}}

while(top>0) post[j++]=pop();

printf("\nPostfix expression is =>\n\t\t%s",post);

}void push(int ele)

{

top++; st[top]=ele;

}char pop()

{int el; char e; el=st[top]; top--; switch(el)

{case 1: e='+';

break; case 2: e='-';

break; case 3: e='\*'; break; case 4:

e='/'; break; case 5: e='^'; break;

}return(e);

# OUTPUT:

Enter the infix expression:((a+b)\*(c+d)\*(e/f)^g) Postfix expression is =>

ab+cd+\*ef/\*g^

# RESULT:

Hence the program has been executed successfully.

|  |  |
| --- | --- |
| EXPT NO.: 6 | **Applications of Stack (Evaluating Arithmetic Expression)** |
| DATE: 6/4/24 |

# AIM:

To write a program to Evaluate Arithmetic Expression.

# PROGRAM:

#include <stdio.h> #include <string.h> int top = -1;

int stack[100];

void push (int data) { stack[++top] = data;

}

int pop () { int data;

if (top == -1) return -1;

data = stack[top]; stack[top] = 0; top--;

return (data);

}

int main()

{

char str[100];

int i, data = -1, operand1, operand2, result; printf("Enter ur postfix expression:"); fgets(str, 100, stdin);

for (i = 0; i < strlen(str); i++)

{

if (isdigit(str[i]))

{

data = (data == -1) ? 0 : data;

data = (data \* 10) + (str[i] - 48); continue;

}

if (data != -1)

{

push(data);

}

if (str[i] == '+' || str[i] == '-'|| str[i] == '\*' || str[i] == '/')

{

operand2 = pop(); operand1 = pop();

if (operand1 == -1 || operand2 == -1) break;

switch (str[i])

{

case '+':

result = operand1 + operand2; push(result);

break; case '-':

result = operand1 - operand2; push(result);

break; case '\*':

result = operand1 \* operand2; push(result);

break; case '/':

result = operand1 / operand2; push(result);

break;

}

}

data = -1;

}

if (top == 0)

printf("The answer is:%d\n", stack[top]); else

printf("u have given wrong postfix expression\n"); return 0;

}

# OUTPUT:

Enter you postfix expression: 10 20 \* 30 40 10 /-+ The answer is: 226

# RESULT:

Hence the program has been executed successfully.

|  |  |
| --- | --- |
| EXPT NO.: 7 | **Implementation of Queue using Array and Linked List implementation** |
| DATE: 13/4/24 |

# AIM:

To write a program to implement Queue using Array and Linked List.

# PROGRAM:

USING ARRAY:

#include<stdio.h > #include<conio.h > #include<alloc.h > struct queue

{

int data;

struct queue \*next;

};

struct queue \*addq(struct queue \*front); struct queue \*delq(struct queue \*front); void main()

{

struct queue \*front; int reply,option,data; clrscr();

front=NULL; do

{

printf("\n1.addq");

printf("\n2.delq");

printf("\n3.exit"); printf("\nSelect the option"); scanf("%d",&option); switch(option)

{

case 1 : //addq front=addq(front);

printf("\n The element is added into the queue");

break;

case 2 : //delq front=delq(front); break;

case 3 : exit(0);

}

}while(1);

}

struct queue \*addq(struct queue \*front)

{

struct queue \*c,\*r;

//create new node

c=(struct queue\*)malloc(sizeof(struct queue)); if(c==NULL)

{

printf("Insufficient memory"); return(front);

}

//read an insert value from console printf("\nEnter data"); scanf("%d",&c->data);

c->next=NULL; if(front==NULL)

{

front=c;

}

else

{

//insert new node after last node r=front;

while(r->next!=NULL)

{

r=r->next;

}}

return(front);

}

struct queue \*delq(struct queue \*front)

{

struct queue \*c; if(front==NULL)

{

printf("Queue is empty"); return(front);

}

//print the content of first node printf("Deleted data:%d",front->data);

//delete first node c=front; front=front->next;

free(c); return(front);

}

USING LINKED LIST:

#include<stdio.h> #include<stdlib.h> #define maxsize 5 void insert(); void delete(); void display();

int front = -1, rear = -1; int queue[maxsize];

void main ()

{

int choice; while(choice != 4)

{

printf("\\*\*\*Main Menu\*\*\*\n"); printf("\n===================\n");

printf("\n1.insert an element\n2.Delete an element\n3.Display the queue\n4.Exit\n");

printf("\nEnter your choice ?"); scanf("%d",&choice); switch(choice)

{

case 1:

enqueue(); break; case 2:

dequeue(); break; case 3:

display(); break; case 4:

exit(0); break; default:

printf("\nEnter valid choice??\n");

}

}

}

void enqueue()

{

int item;

printf("\nEnter the element\n"); scanf("\n%d",&item);

if(rear == maxsize-1)

{

printf("\nOVERFLOW\n");

return;

}

if(front == -1 && rear == -1)

{

front = 0;

rear = 0;

}

else

{

rear = rear+1;

}

queue[rear] = item; printf("\nValue inserted ");

}

void dequeue()

{

int item;

if (front == -1 || front > rear)

{

printf("\nUNDERFLOW\n"); return;

}

else

{

item = queue[front]; if(front == rear)

{

front = -1; rear = -1 ;

}

else

{

front = front + 1;

}

printf("\nvalue deleted ");

}

}

void display()

{

int i;

if(rear == -1)

{

printf("\nEmpty queue\n");

}

else

{ printf("\nprinting values \n");

for(i=front;i<=rear;i++)

{

printf("\n%d\n",queue[i]);

}

}

}

# OUTPUT:

1.addq 2.delq 3.exit

Select the option 1 Enter data 8 1.addq

2.delq 3.exit

Select the option 1 Enter data 5

\*\*\*Main Menu\*\*\*

==============================================

1. insert an element
2. Delete an element
3. Display the queue 4.Exit

Enter your choice ?1 Enter the element 123

Value inserted

# RESULT:

Hence the program has been executed successfully.

|  |  |
| --- | --- |
| EXPT NO.: 8 | **TREE TRAVERSAL** |
| DATE: 20/4/24 |

# AIM:

To write a program to implement Tree Traversal.

# PROGRAM:

#include <stdio.h> #include <stdlib.h> struct node {

int element; struct node\* left; struct node\* right;

};

/\*To create a new node\*/

struct node\* createNode(int val)

{

struct node\* Node = (struct node\*)malloc(sizeof(struct node)); Node->element = val;

Node->left = NULL; Node->right = NULL;

return (Node);

}

/\*function to traverse the nodes of binary tree in preorder\*/ void traversePreorder(struct node\* root)

{

if (root == NULL) return;

printf(" %d ", root->element); traversePreorder(root->left); traversePreorder(root->right);

}

TREE TRAVERSAL

/\*function to traverse the nodes of binary tree in Inorder\*/ void traverseInorder(struct node\* root)

{

if (root == NULL) return;

traverseInorder(root->left); printf(" %d ", root->element); traverseInorder(root->right);

}

/\*function to traverse the nodes of binary tree in postorder\*/ void traversePostorder(struct node\* root)

{

if (root == NULL) return;

traversePostorder(root->left); traversePostorder(root->right); printf(" %d ", root->element);

}

int main()

{

struct node\* root = createNode(36); root->left = createNode(26);

root->right = createNode(46); root->left->left = createNode(21);
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root->left->right = createNode(31); root->left->left->left = createNode(11);

root->left->left->right = createNode(24); root->right->left = createNode(41);

root->right->right = createNode(56);

root->right->right->left = createNode(51); root->right->right->right = createNode(66);

printf("\n The Preorder traversal of given binary tree is -\n"); traversePreorder(root);

printf("\n The Inorder traversal of given binary tree is -\n"); traverseInorder(root);

printf("\n The Postorder traversal of given binary tree is -\n"); traversePostorder(root);

return 0;

}

# OUTPUT:

![Tree Traversal](data:image/png;base64,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)

RESULT:

Hence the program has been executed successfully.

|  |  |
| --- | --- |
| EXPT NO.: 9 | **Implementation of Binary Search Tree** |
| DATE: 27/4/24 |

# AIM:

To write a program to implement BST.

# PROGRAM:

#include <stdio.h> #include <stdlib.h> struct BinaryTreeNode {

int key;

struct BinaryTreeNode \*left, \*right;

};

struct BinaryTreeNode\* newNodeCreate(int value)

{

struct BinaryTreeNode\* temp= (struct BinaryTreeNode\*)malloc(sizeof(struct BinaryTreeNode));

temp->key = value;

temp->left = temp->right = NULL; return temp;

}

struct BinaryTreeNode\*searchNode(struct BinaryTreeNode\* root, int target)

{

if (root == NULL || root->key == target) { return root;

}

if (root->key < target) {

return searchNode(root->right, target);

}

return searchNode(root->left, target);

}

struct BinaryTreeNode\*insertNode(struct BinaryTreeNode\* node, int value)

{

if (node == NULL) {

return newNodeCreate(value);

}

if (value < node->key) {

node->left = insertNode(node->left, value);

}

else if (value > node->key) {

node->right = insertNode(node->right, value);

}

return node;

}

void postOrder(struct BinaryTreeNode\* root)

{

if (root != NULL) {

postOrder(root->left); postOrder(root->right); printf(" %d ", root->key);

}

}

void inOrder(struct BinaryTreeNode\* root)

{

if (root != NULL) {

inOrder(root->left); printf(" %d ", root->key); inOrder(root->right);

}

}

void preOrder(struct BinaryTreeNode\* root)

{

if (root != NULL) {

printf(" %d ", root->key); preOrder(root->left); preOrder(root->right);

}

}

struct BinaryTreeNode\* findMin(struct BinaryTreeNode\* root)

{

if (root == NULL) {

return NULL;

}

else if (root->left != NULL) { return findMin(root->left);

}

return root;

}

struct BinaryTreeNode\* delete (struct BinaryTreeNode\* root,int x)

{

if (root == NULL) return NULL;

if (x > root->key) {

root->right = delete (root->right, x);

}

else if (x < root->key) {

root->left = delete (root->left, x);

}

else {

if (root->left == NULL && root->right == NULL) { free(root);

return NULL;

}

else if (root->left == NULL|| root->right == NULL) { struct BinaryTreeNode\* temp;

if (root->left == NULL) {

}

else {

}

temp = root->right;

temp = root->left;

}

else {

}

}

free(root); return temp;

struct BinaryTreeNode\* temp= findMin(root->right); root->key = temp->key;

root->right = delete (root->right, temp->key);

return root;

}

int main()

{

struct BinaryTreeNode\* root = NULL; root = insertNode(root, 50); insertNode(root, 30);

insertNode(root, 20);

insertNode(root, 40);

insertNode(root, 70);

insertNode(root, 60);

insertNode(root, 80);

if (searchNode(root, 60) != NULL) { printf("60 found");

}

else {

}

printf("60 not found");

printf("\n"); postOrder(root); printf("\n"); preOrder(root); printf("\n"); inOrder(root); printf("\n");

struct BinaryTreeNode\* temp = delete (root, 70); printf("After Delete: \n");

inOrder(root); return 0;

}

# OUTPUT:

60 found

After Delete:

20 30 40 50 60 80

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| 20 | 40 | 30 | 60 | 80 | 70 | 50 |
| 50 | 30 | 20 | 40 | 70 | 60 | 80 |
| 20 | 30 | 40 | 50 | 60 | 70 | 80 |

RESULT:

Hence the program has been executed successfully.

|  |  |
| --- | --- |
| EXPT NO.: 10 | **Implementation of AVL Tree** |
| DATE: 4/5/24 |

# AIM:

To write a program to implement AVL tree.

# PROGRAM:

#include <stdio.h> #include <stdlib.h>

// Structure of the tree node struct node {

int data;

struct node\* left; struct node\* right; int ht;

};

// Global initialization of root node struct node\* root = NULL;

// Function prototyping struct node\* create(int);

struct node\* insert(struct node\*, int); struct node\* delete(struct node\*, int); struct node\* search(struct node\*, int); struct node\* rotate\_left(struct node\*); struct node\* rotate\_right(struct node\*); int balance\_factor(struct node\*);

int height(struct node\*); void inorder(struct node\*); void preorder(struct node\*); void postorder(struct node\*);

int main() {

int user\_choice, data; char user\_continue = 'y';

struct node\* result = NULL;

while (user\_continue == 'y' || user\_continue == 'Y') { printf("\n\n------- AVL TREE \n");

printf("\n1. Insert"); printf("\n2. Delete"); printf("\n3. Search"); printf("\n4. Inorder"); printf("\n5. Preorder"); printf("\n6. Postorder"); printf("\n7. EXIT");

printf("\n\nEnter Your Choice: "); scanf("%d", &user\_choice);

switch(user\_choice) { case 1:

printf("\nEnter data: "); scanf("%d", &data);

root = insert(root, data); break;

case 2:

printf("\nEnter data: "); scanf("%d", &data);

root = delete(root, data); break;

case 3:

printf("\nEnter data: "); scanf("%d", &data);

result = search(root, data); if (result == NULL) {

printf("\nNode not found!");

} else {

printf("\n Node found");

}

break;

case 4:

inorder(root); break;

case 5:

preorder(root); break;

case 6:

postorder(root); break;

case 7:

printf("\n\tProgram Terminated\n"); return 1;

default:

printf("\n\tInvalid Choice\n");

}

printf("\n\nDo you want to continue? "); scanf(" %c", &user\_continue);

}

return 0;

}

// Creates a new tree node struct node\* create(int data) {

struct node\* new\_node = (struct node\*) malloc(sizeof(struct node)); if (new\_node == NULL) {

printf("\nMemory can't be allocated\n"); return NULL;

}

new\_node->data = data; new\_node->left = NULL; new\_node->right = NULL; return new\_node;

}

// Rotates to the left

struct node\* rotate\_left(struct node\* root) { struct node\* right\_child = root->right; root->right = right\_child->left; right\_child->left = root;

// Update the heights of the nodes root->ht = height(root);

right\_child->ht = height(right\_child);

// Return the new node after rotation return right\_child;

}

// Rotates to the right

struct node\* rotate\_right(struct node\* root) { struct node\* left\_child = root->left;

root->left = left\_child->right; left\_child->right = root;

// Update the heights of the nodes root->ht = height(root);

left\_child->ht = height(left\_child);

// Return the new node after rotation return left\_child;

}

// Calculates the balance factor of a node int balance\_factor(struct node\* root) {

int lh, rh;

if (root == NULL) return 0;

if (root->left == NULL) lh = 0;

else

lh = 1 + root->left->ht; if (root->right == NULL)

rh = 0;

else

rh = 1 + root->right->ht; return lh - rh;

}

// Calculate the height of the node int height(struct node\* root) {

int lh, rh;

if (root == NULL) { return 0;

}

if (root->left == NULL) { lh = 0;

} else {

lh = 1 + root->left->ht;

}

if (root->right == NULL) { rh = 0;

} else {

rh = 1 + root->right->ht;

}

if (lh > rh) { return lh;

}

return rh;

}

// Inserts a new node in the AVL tree

struct node\* insert(struct node\* root, int data) { if (root == NULL) {

struct node\* new\_node = create(data); if (new\_node == NULL) {

return NULL;

}

root = new\_node;

} else if (data > root->data) {

// Insert the new node to the right

root->right = insert(root->right, data);

// Tree is unbalanced, then rotate it if (balance\_factor(root) == -2) {

if (data > root->right->data) { root = rotate\_left(root);

} else {

root->right = rotate\_right(root->right); root = rotate\_left(root);

}

}

} else {

// Insert the new node to the left root->left = insert(root->left, data);

// Tree is unbalanced, then rotate it if (balance\_factor(root) == 2) {

if (data < root->left->data) { root = rotate\_right(root);

} else {

root->left = rotate\_left(root->left); root = rotate\_right(root);

}

}

}

// Update the heights of the nodes root->ht = height(root);

return root;

}

// Deletes a node from the AVL tree

struct node\* delete(struct node\* root, int x) { struct node\* temp = NULL;

if (root == NULL) { return NULL;

}

if (x > root->data) {

root->right = delete(root->right, x); if (balance\_factor(root) == 2) {

if (balance\_factor(root->left) >= 0) { root = rotate\_right(root);

} else {

root->left = rotate\_left(root->left); root = rotate\_right(root);

}

}

} else if (x < root->data) {

root->left = delete(root->left, x); if (balance\_factor(root) == -2) {

if (balance\_factor(root->right) <= 0) { root = rotate\_left(root);

} else {

root->right = rotate\_right(root->right); root = rotate\_left(root);

}

}

} else {

if (root->right != NULL) { temp = root->right;

while (temp->left != NULL) temp = temp->left;

root->data = temp->data;

root->right = delete(root->right, temp->data); if (balance\_factor(root) == 2) {

if (balance\_factor(root->left) >= 0) { root = rotate\_right(root);

} else {

root->left = rotate\_left(root->left); root = rotate\_right(root);

}

}

} else {

return (root->left);

}

}

root->ht = height(root); return (root);

}

// Search a node in the AVL tree

struct node\* search(struct node\* root, int key) { if (root == NULL) {

return NULL;

}

if (root->data == key) { return root;

}

if (key > root->data) { search(root->right, key);

} else {

search(root->left, key);

}

}

// Inorder traversal of the tree void inorder(struct node\* root) {

if (root == NULL) { return;

}

inorder(root->left); printf("%d ", root->data); inorder(root->right);

}

// Preorder traversal of the tree void preorder(struct node\* root) {

if (root == NULL) { return;

}

printf("%d ", root->data); preorder(root->left); preorder(root->right);

}

// Postorder traversal of the tree void postorder(struct node\* root) {

if (root == NULL) { return;

}

postorder(root->left); postorder(root->right); printf("%d ", root->data);

}

# OUTPUT:

AVL TREE

1. Insert
2. Delete
3. Search
4. Inorder
5. Preorder
6. Postorder
7. EXIT

Enter Your Choice: 1 Enter data: 5

AVL TREE

1. Insert
2. Delete
3. Search
4. Inorder
5. Preorder
6. Postorder
7. EXIT

Enter Your Choice: 1 Enter data: 10

RESULT:

Hence the program has been executed successfully.

|  |  |
| --- | --- |
| EXPT NO.: 11 | **Implementation of BFS, DFS** |
| DATE: 11/5/24 |

# AIM:

To write a program to implement BFS, DFS.

# PROGRAM:

#include <stdio.h> #include <stdlib.h>

#define MAX 100 struct Node {

int vertex;

struct Node\* next;

};

struct Node\* createNode(int v); struct Graph {

int numVertices;

struct Node\*\* adjLists; int\* visited;

};

struct Graph\* createGraph(int vertices);

void addEdge(struct Graph\* graph, int src, int dest); void printGraph(struct Graph\* graph);

void BFS(struct Graph\* graph, int startVertex);

void DFS(struct Graph\* graph, int startVertex); int main() {

struct Graph\* graph = createGraph(4); addEdge(graph, 0, 1);

addEdge(graph, 0, 2);

addEdge(graph, 1, 2);

addEdge(graph, 2, 0);

addEdge(graph, 2, 3);

addEdge(graph, 3, 3);

printf("Graph:\n"); printGraph(graph);

printf("\nBFS Traversal:\n"); BFS(graph, 2);

printf("\nDFS Traversal:\n"); DFS(graph, 2);

return 0;

}

struct Node\* createNode(int v) {

struct Node\* newNode = (struct Node\*)malloc(sizeof(struct Node)); newNode->vertex = v;

newNode->next = NULL; return newNode;

}

struct Graph\* createGraph(int vertices) {

struct Graph\* graph = (struct Graph\*)malloc(sizeof(struct Graph)); graph->numVertices = vertices;

graph->adjLists = (struct Node\*\*)malloc(vertices \* sizeof(struct Node\*));

graph->visited = (int\*)malloc(vertices \* sizeof(int));

for (int i = 0; i < vertices; i++) { graph->adjLists[i] = NULL; graph->visited[i] = 0;

}

return graph;

}

void addEdge(struct Graph\* graph, int src, int dest) { struct Node\* newNode = createNode(dest);

newNode->next = graph->adjLists[src]; graph->adjLists[src] = newNode;

newNode = createNode(src);

newNode->next = graph->adjLists[dest]; graph->adjLists[dest] = newNode;

}

void printGraph(struct Graph\* graph) {

for (int v = 0; v < graph->numVertices; v++) { struct Node\* temp = graph->adjLists[v]; printf("Vertex %d: ", v);

while (temp) {

printf("%d -> ", temp->vertex); temp = temp->next;

}

printf("NULL\n");

}

}

void BFS(struct Graph\* graph, int startVertex) { struct Node\* queue[MAX];

int front = 0, rear = 0;

queue[rear] = createNode(startVertex); graph->visited[startVertex] = 1;

printf("Visited %d\n", startVertex); while (front <= rear) {

struct Node\* currentNode = queue[front];

front++;

while (currentNode) {

int adjVertex = currentNode->vertex; if (!graph->visited[adjVertex]) {

printf("Visited %d\n", adjVertex); queue[++rear] = createNode(adjVertex); graph->visited[adjVertex] = 1;

}

currentNode = currentNode->next;

}

}

}

void DFSUtil(struct Graph\* graph, int vertex) { struct Node\* temp = graph->adjLists[vertex]; graph->visited[vertex] = 1;

printf("Visited %d\n", vertex);

while (temp) {

int adjVertex = temp->vertex;

if (!graph->visited[adjVertex]) { DFSUtil(graph, adjVertex);

}

temp = temp->next;

}

}

void DFS(struct Graph\* graph, int startVertex) { graph->visited[startVertex] = 1; printf("Visited %d\n", startVertex);

struct Node\* temp = graph->adjLists[startVertex]; while (temp) {

int adjVertex = temp->vertex;

if (!graph->visited[adjVertex]) { DFSUtil(graph, adjVertex);

}

temp = temp->next;

}

}

# OUTPUT:

BFS Traversal:

Visited 2

Visited 3

Visited 0

Visited 1

DFS Traversal:

Visited 2

Visited 3

Visited 0

Visited 1

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| Graph: |  | | | | | | |
| Vertex | 0: | 2 | -> | 1 | -> | NULL |  |
| Vertex | 1: | 2 | -> | 0 | -> | NULL |  |
| Vertex | 2: | 3 | -> | 0 | -> | 1 -> | NULL |
| Vertex | 3: | 3 | -> | 2 | -> | NULL |  |

RESULT:

Hence the program has been executed successfully.

|  |  |
| --- | --- |
| EXPT NO.: 12 | **PERFORMING TOPOLOGICAL SORTING** |
| DATE: 11/5/24 |

# AIM:

To write a program to implement Topological sorting.

# PROGRAM:

#include <stdio.h> #define MAX\_VERTICES 10

int graph[MAX\_VERTICES][MAX\_VERTICES] = {0};

int visited[MAX\_VERTICES] = {0}; int vertices;

void createGraph() { int i, j;

printf("Enter the number of vertices: "); scanf("%d", &vertices);

printf("Enter the adjacency matrix:\n"); for (i = 0; i < vertices; i++) {

for (j = 0; j < vertices; j++) { scanf("%d", &graph[i][j]);

}

}

}

void dfs(int vertex) { int i;

printf("%d ", vertex); visited[vertex] = 1;

for (i = 0; i < vertices; i++) {

if (graph[vertex][i] && !visited[i]) { dfs(i);

}

}

}

int main() {

int i; createGraph();

printf("Ordering of vertices after DFS traversal:\n"); for (i = 0; i < vertices; i++) {

if (!visited[i]) { dfs(i);

}

}

return 0;

}

# OUTPUT:

Enter the number of vertices: 4

Enter the adjacency matrix:

Ordering of vertices after DFS traversal:

0 1 3 2

|  |  |  |  |
| --- | --- | --- | --- |
| 0 | 1 | 1 | 0 |
| 1 | 0 | 0 | 1 |
| 1 | 0 | 0 | 1 |
| 0 | 1 | 1 | 0 |

RESULT:

Hence the program has been executed successfully.

|  |  |
| --- | --- |
| EXPT NO.: 13 | **Implementation of Prim’s Algorithm** |
| DATE: 18/5/24 |

# AIM:

To write a program to implement Prim’s algorithm.

# PROGRAM:

#include <stdio.h> #include <stdbool.h>

#define MAX\_VERTICES 10

#define INF 999999

int graph[MAX\_VERTICES][MAX\_VERTICES];

int vertices;

void createGraph() { int i, j;

printf("Enter the number of vertices: "); scanf("%d", &vertices);

printf("Enter the adjacency matrix:\n"); for (i = 0; i < vertices; i++) {

for (j = 0; j < vertices; j++) { scanf("%d", &graph[i][j]);

}

}

}

int findMinKey(int key[], bool mstSet[]) { int min = INF, min\_index;

for (int v = 0; v < vertices; v++) {

if (mstSet[v] == false && key[v] < min) { min = key[v];

min\_index = v;

}

}

return min\_index;

}

void printMST(int parent[]) { printf("Edge \tWeight\n");

for (int i = 1; i < vertices; i++) {

printf("%d - %d \t%d \n", parent[i], i, graph[i][parent[i]]);

}

}

void primMST() {

int parent[vertices]; int key[vertices]; bool mstSet[vertices];

for (int i = 0; i < vertices; i++) { key[i] = INF;

mstSet[i] = false;

}

key[0] = 0; // Make key 0 so that this vertex is picked as the first vertex

parent[0] = -1; // First node is always root of MST

for (int count = 0; count < vertices - 1; count++) { int u = findMinKey(key, mstSet);

mstSet[u] = true;

for (int v = 0; v < vertices; v++) {

if (graph[u][v] && mstSet[v] == false && graph[u][v] < key[v]) { parent[v] = u;

key[v] = graph[u][v];

}

}

}

printMST(parent);

}

int main() {

createGraph(); primMST(); return 0;

}

# OUTPUT:

Enter the number of vertices: 5

Enter the adjacency matrix:

Edge

Weight

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 0 | 2 | 0 | 6 | 0 |
| 2 | 0 | 3 | 8 | 5 |
| 0 | 3 | 0 | 0 | 7 |
| 6 | 8 | 0 | 0 | 9 |
| 0 | 5 | 7 | 9 | 0 |

|  |  |  |  |
| --- | --- | --- | --- |
| 0 | - | 1 | 2 |
| 1 | - | 2 | 3 |
| 1 | - | 4 | 5 |
| 0 | - | 3 | 6 |

RESULT:

Hence the program has been executed successfully.

|  |  |
| --- | --- |
| EXPT NO.: 14 | **Implementation of Dijkstra’s Algorithm** |
| DATE: 18/5/24 |

# AIM:

To write a program to implement Dijkstra’s Algorithm.

# PROGRAM:

#include <stdio.h> #include <stdbool.h>

#define MAX\_VERTICES 10

#define INF 999999

int graph[MAX\_VERTICES][MAX\_VERTICES];

int vertices;

void createGraph() { int i, j;

printf("Enter the number of vertices: "); scanf("%d", &vertices);

printf("Enter the adjacency matrix:\n"); for (i = 0; i < vertices; i++) {

for (j = 0; j < vertices; j++) { scanf("%d", &graph[i][j]);

}

}

}

int minDistance(int dist[], bool sptSet[]) { int min = INF, min\_index;

for (int v = 0; v < vertices; v++) {

if (sptSet[v] == false && dist[v] <= min) { min = dist[v];

min\_index = v;

}

}

return min\_index;

}

void printSolution(int dist[]) {

printf("Vertex \t Distance from Source\n"); for (int i = 0; i < vertices; i++) {

printf("%d \t %d\n", i, dist[i]);

}

}

void dijkstra(int src) { int dist[vertices]; bool sptSet[vertices];

for (int i = 0; i < vertices; i++) { dist[i] = INF;

sptSet[i] = false;

}

dist[src] = 0;

for (int count = 0; count < vertices - 1; count++) { int u = minDistance(dist, sptSet);

sptSet[u] = true;

for (int v = 0; v < vertices; v++) {

if (!sptSet[v] && graph[u][v] && dist[u] != INF && dist[u] + graph[u][v] < dist[v])

{

dist[v] = dist[u] + graph[u][v];

}

}

}

printSolution(dist);

}

int main() {

createGraph(); int source;

printf("Enter the source vertex: "); scanf("%d", &source); dijkstra(source);

return 0;

}

# OUTPUT:

Enter the number of vertices: 5

Enter the adjacency matrix:

100 0 10 60 0

Enter the source vertex: 0

|  |  |  |
| --- | --- | --- |
| 0 10 | 0 30 | 100 |
| 10 0 | 50 0 | 0 |
| 0 50 | 0 20 | 10 |
| 30 0 | 20 0 | 60 |

|  |  |  |  |
| --- | --- | --- | --- |
| Vertex | Distance | from | Source |
| 0 | 0 |  |  |
| 1 | 10 |  |  |
| 2 | 50 |  |  |
| 3 | 30 |  |  |
| 4 | 60 |  |  |

RESULT:

Hence the program has been executed successfully.

|  |  |
| --- | --- |
| EXPT NO.: 15 | **Program to perform Sorting** |
| DATE: 25/5/24 |

# AIM:

To write a program to implement Sorting.

# PROGRAM:

#include <stdio.h> #include <stdlib.h>

void swap(int \*a, int \*b) { int temp = \*a;

\*a = \*b;

\*b = temp;

}

int partition(int arr[], int low, int high) { int pivot = arr[high];

int i = (low - 1);

for (int j = low; j <= high - 1; j++) { if (arr[j] < pivot) {

i++;

swap(&arr[i], &arr[j]);

}

}

swap(&arr[i + 1], &arr[high]); return (i + 1);

}

void quickSort(int arr[], int low, int high) { if (low < high) {

int pi = partition(arr, low, high);

quickSort(arr, low, pi - 1); quickSort(arr, pi + 1, high);

}

}

void merge(int arr[], int l, int m, int r) {

int i, j, k;

int n1 = m - l + 1; int n2 = r - m;

int L[n1], R[n2];

for (i = 0; i < n1; i++) L[i] = arr[l + i];

for (j = 0; j < n2; j++) R[j] = arr[m + 1 + j];

i = 0;

j = 0;

k = l;

while (i < n1 && j < n2) { if (L[i] <= R[j]) {

arr[k] = L[i]; i++;

} else {

arr[k] = R[j]; j++;

} k++;

}

while (i < n1) { arr[k] = L[i]; i++;

k++;

}

while (j < n2) { arr[k] = R[j]; j++;

k++;

}

}

void mergeSort(int arr[], int l, int r) { if (l < r) {

int m = l + (r - l) / 2;

mergeSort(arr, l, m); mergeSort(arr, m + 1, r);

merge(arr, l, m, r);

}

}

int main() {

int n;

printf("Enter the number of elements: "); scanf("%d", &n);

int arr[n];

printf("Enter %d elements:\n", n); for (int i = 0; i < n; i++) {

scanf("%d", &arr[i]);

}

printf("\nSorting using Quick Sort:\n"); quickSort(arr, 0, n - 1);

for (int i = 0; i < n; i++) { printf("%d ", arr[i]);

}

printf("\n\nSorting using Merge Sort:\n"); mergeSort(arr, 0, n - 1);

for (int i = 0; i < n; i++) { printf("%d ", arr[i]);

}

return 0;

}

# OUTPUT:

Enter the number of elements: 5

Sorting using Quick Sort:

1 2 3 4 5

Sorting using Merge Sort:

1 2 3 4 5

|  |  |  |
| --- | --- | --- |
| Enter | 5 | elements: |
| 4 2 5 | 1 | 3 |

RESULT:

Hence the program has been executed successfully.

|  |  |
| --- | --- |
| EXPT NO.: 16 | **HASHING** |
| DATE: 1/6/24 |

# AIM:

To write a program to implement Hashing.

# PROGRAM:

#include <stdio.h> #include <stdlib.h> #include <stdbool.h>

#define TABLE\_SIZE 10 typedef struct Node {

int data;

struct Node\* next;

} Node;

Node\* createNode(int data) {

Node\* newNode = (Node\*)malloc(sizeof(Node)); if (newNode == NULL) {

printf("Memory allocation failed!\n"); exit(1);

}

newNode->data = data; newNode->next = NULL; return newNode;

}

int hashFunction(int key) { return key % TABLE\_SIZE;

}

Node\* insertOpenAddressing(Node\* table[], int key) { int index = hashFunction(key);

while (table[index] != NULL) {

index = (index + 1) % TABLE\_SIZE;

}

table[index] = createNode(key);

return table[index];

}

void displayHashTable(Node\* table[]) { printf("Hash Table:\n");

for (int i = 0; i < TABLE\_SIZE; i++) { printf("%d: ", i);

Node\* current = table[i]; while (current != NULL) {

printf("%d ", current->data); current = current->next;

}

printf("\n");

}

}

Node\* insertClosedAddressing(Node\* table[], int key) { int index = hashFunction(key);

if (table[index] == NULL) { table[index] = createNode(key);

} else {

Node\* newNode = createNode(key); newNode->next = table[index]; table[index] = newNode;

}

return table[index];

}

int rehashFunction(int key, int attempt) {

// Double Hashing Technique

return (hashFunction(key) + attempt \* (7 - (key % 7))) % TABLE\_SIZE;

}

Node\* insertRehashing(Node\* table[], int key) { int index = hashFunction(key);

int attempt = 0;

while (table[index] != NULL) { attempt++;

index = rehashFunction(key, attempt);

}

table[index] = createNode(key); return table[index];

}

int main() {

Node\* openAddressingTable[TABLE\_SIZE] = {NULL}; Node\* closedAddressingTable[TABLE\_SIZE] = {NULL}; Node\* rehashingTable[TABLE\_SIZE] = {NULL};

// Insert elements into hash tables insertOpenAddressing(openAddressingTable, 10);

insertOpenAddressing(openAddressingTable, 20);

insertOpenAddressing(openAddressingTable, 5);

insertClosedAddressing(closedAddressingTable, 10);

insertClosedAddressing(closedAddressingTable, 20);

insertClosedAddressing(closedAddressingTable, 5);

insertRehashing(rehashingTable, 10);

insertRehashing(rehashingTable, 20);

insertRehashing(rehashingTable, 5);

// Display hash tables displayHashTable(openAddressingTable);

displayHashTable(closedAddressingTable); displayHashTable(rehashingTable); return 0;

}

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| OUTPUT: |  | | | |
| Hash Table (Open Addressing): |  | Hash Table (Closed Addressing): |  | Hash Table (Rehashing): |
| 0: 10 |  | 0: 20 10 |  | 0: 10 |
| 1: 20 |  | 1: |  | 1: 20 |
| 2: |  | 2: |  | 2: |
| 3: |  | 3: |  | 3: |
| 4: |  | 4: |  | 4: |
| 5: 5 |  | 5: 5 |  | 5: 5 |
| 6: |  | 6: |  | 6: |
| 7: |  | 7: |  | 7: |
| 8: |  | 8: |  | 8: |
| 9: |  | 9: |  | 9: |

# RESULT:

Hence the program has been executed successfully.